Mocking Dependencies in Spring Tests

using Mockito

# Exercise 1: Mocking a Service Dependency in a Controller Test

\*\*Task:\*\* Write a unit test for a Spring controller that uses a service to fetch data. Mock the service dependency using Mockito.

### Step-by-Step Solution:

1. \*\*Create the User Entity:\*\* @Entity

public class User { @Id

private Long id; private String name;

// getters and setters

}

1. \*\*Create the UserService:\*\* @Service

public class UserService { @Autowired

private UserRepository userRepository; public User getUserById(Long id) {

return userRepository.findById(id).orElse(null);

}

}

1. \*\*Create the UserController:\*\* @RestController

@RequestMapping("/users") public class UserController {

@Autowired

private UserService userService; @GetMapping("/{id}")

public ResponseEntity<User> getUser(@PathVariable Long id) { return ResponseEntity.ok(userService.getUserById(id));

}

}

1. \*\*Create the UserControllerTest:\*\* Write code for this.

**Code:**

**Pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0

http://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>mocking-demo</artifactId>

<version>0.0.1-SNAPSHOT</version>

<name>MockingDemo</name>

<description>Spring Boot Mockito Mock Test</description>

<packaging>jar</packaging>

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>3.2.5</version>

<relativePath/>

</parent>

<properties>

<java.version>17</java.version>

</properties>

<dependencies>

<!-- Web -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<!-- JPA -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<!-- H2 DB -->

<dependency>

<groupId>com.h2database</groupId>

<artifactId>h2</artifactId>

<scope>runtime</scope>

</dependency>

<!-- Test (Mockito, JUnit) -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-test</artifactId>

<scope>test</scope>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

</plugin>

</plugins>

</build>

</project>

**User.java**

package com.example.demo;

import jakarta.persistence.Entity;

import jakarta.persistence.Id;

*@Entity*

public class User {

*@Id*

private Long id;

private String name;

public User() {}

public User(Long id, String name) {

this.id = id;

this.name = name;

}

public Long getId() { return id; }

public void setId(Long id) { this.id = id; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

}

**UserRepository.java**

package com.example.demo;

import org.springframework.data.jpa.repository.JpaRepository;

public interface UserRepository extends JpaRepository<User, Long> {}

**UserService.java**

package com.example.demo;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

*@Service*

public class UserService {

*@Autowired*

private UserRepository userRepository;

public User getUserById(Long id) {

return userRepository.findById(id).orElse(null);

}

}

**UserController.java**

package com.example.demo;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.http.ResponseEntity;

import org.springframework.web.bind.annotation.\*;

*@RestController*

*@RequestMapping*("/users")

public class UserController {

*@Autowired*

private UserService userService;

*@GetMapping*("/{id}")

public ResponseEntity<User> getUser(*@PathVariable* Long id) {

return ResponseEntity.*ok*(userService.getUserById(id));

}

}

**MockingDemoApplication.java**

package com.example.demo;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

*@SpringBootApplication*

public class MockingDemoApplication {

public static void main(String[] args) {

SpringApplication.*run*(MockingDemoApplication.class, args);

}

}

**UserControllerTest.java**

package com.example.demo;

import org.junit.jupiter.api.Test;

import org.mockito.InjectMocks;

import org.mockito.Mock;

import org.mockito.MockitoAnnotations;

import org.springframework.http.ResponseEntity;

import org.springframework.boot.test.context.SpringBootTest;

import static org.junit.jupiter.api.Assertions.\*;

import static org.mockito.Mockito.\*;

*@SpringBootTest*

public class UserControllerTest {

*@Mock*

private UserService userService;

*@InjectMocks*

private UserController userController;

public UserControllerTest() {

MockitoAnnotations.*openMocks*(this);

}

*@Test*

public void testGetUser() {

User mockUser = new User(1L, "John Doe");

*when*(userService.getUserById(1L)).thenReturn(mockUser);

ResponseEntity<User> response = userController.getUser(1L);

*assertEquals*(200, response.~~getStatusCodeValue~~());

*assertEquals*("John Doe", response.getBody().getName());

}

}

**application.properties**

# H2 Database Configuration

spring.datasource.url=jdbc:h2:mem:testdb

spring.datasource.driverClassName=org.h2.Driver

spring.datasource.username=sa

spring.datasource.password=

# Hibernate settings

spring.jpa.database-platform=org.hibernate.dialect.H2Dialect

spring.jpa.hibernate.ddl-auto=update

# Show SQL in console

spring.jpa.show-sql=true

# H2 Console

spring.h2.console.enabled=true

spring.h2.console.path=/h2-console

**Output:**

**![](data:image/png;base64,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)**

# Exercise 2: Mocking a Repository in a Service Test

\*\*Task:\*\* Write a unit test for a Spring service that uses a repository to fetch data. Mock the repository dependency using Mockito.

### Step-by-Step Solution:

1. \*\*Create the User Entity:\*\* @Entity

public class User { @Id

private Long id; private String name;

// getters and setters

}

1. \*\*Create the UserRepository:\*\*

public interface UserRepository extends JpaRepository<User, Long> {

}

1. \*\*Create the UserService:\*\* @Service

public class UserService { @Autowired

private UserRepository userRepository; public User getUserById(Long id) {

return userRepository.findById(id).orElse(null);

}

}

1. \*\*Create the UserServiceTest:\*\* Write code for this.

**Code:**

**Pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>MockingRepo\_In\_ServiceTest</artifactId>

<version>1.0</version>

<name>MockingRepo\_In\_ServiceTest</name>

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>3.2.5</version>

<relativePath/>

</parent>

<properties>

<java.version>17</java.version>

</properties>

<dependencies>

<!-- Web -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<!-- JPA -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<!-- H2 DB -->

<dependency>

<groupId>com.h2database</groupId>

<artifactId>h2</artifactId>

<scope>runtime</scope>

</dependency>

<!-- Test (Mockito, JUnit) -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-test</artifactId>

<scope>test</scope>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

</plugin>

</plugins>

</build>

</project>

**User.java**

package com.example.demo;

import jakarta.persistence.Entity;

import jakarta.persistence.Id;

*@Entity*

public class User {

*@Id*

private Long id;

private String name;

public User() {}

public User(Long id, String name) {

this.id = id;

this.name = name;

}

public Long getId() { return id; }

public void setId(Long id) { this.id = id; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

}

**UserRepository.java**

package com.example.demo;

import org.springframework.data.jpa.repository.JpaRepository;

public interface UserRepository extends JpaRepository<User, Long> {}

**UserService.java**

package com.example.demo;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

*@Service*

public class UserService {

*@Autowired*

private UserRepository userRepository;

public User getUserById(Long id) {

return userRepository.findById(id).orElse(null);

}

}

**UserServiceTest.java**

package com.example.demo;

import static org.junit.jupiter.api.Assertions.*assertEquals*;

import static org.mockito.Mockito.*when*;

import java.util.Optional;

import org.junit.jupiter.api.BeforeEach;

import org.junit.jupiter.api.Test;

import org.mockito.InjectMocks;

import org.mockito.Mock;

import org.mockito.MockitoAnnotations;

public class UserServiceTest {

*@Mock*

private UserRepository userRepository;

*@InjectMocks*

private UserService userService;

*@BeforeEach*

public void setUp() {

MockitoAnnotations.*openMocks*(this);

}

*@Test*

public void testGetUserById\_Found() {

// Arrange

Long userId = 1L;

User mockUser = new User(userId, "John Doe");

*when*(userRepository.findById(userId)).thenReturn(Optional.*of*(mockUser));

// Act

User result = userService.getUserById(userId);

// Assert

*assertEquals*("John Doe", result.getName());

*assertEquals*(1L, result.getId());

}

*@Test*

public void testGetUserById\_NotFound() {

// Arrange

Long userId = 2L;

*when*(userRepository.findById(userId)).thenReturn(Optional.*empty*());

// Act

User result = userService.getUserById(userId);

// Assert

*assertEquals*(null, result);

}

}

**Output:**

**![](data:image/png;base64,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)**

# Exercise 3: Mocking a Service Dependency in an Integration Test

\*\*Task:\*\* Write an integration test for a Spring Boot application that mocks a service dependency using Mockito.

### Step-by-Step Solution:

1. \*\*Create the User Entity:\*\* @Entity

public class User { @Id

private Long id; private String name;

// getters and setters

}

1. \*\*Create the UserService:\*\* @Service

public class UserService {

@Autowired

private UserRepository userRepository; public User getUserById(Long id) {

return userRepository.findById(id).orElse(null);

}

}

1. \*\*Create the UserController:\*\* @RestController @RequestMapping("/users") public class UserController {

@Autowired

private UserService userService; @GetMapping("/{id}")

public ResponseEntity<User> getUser(@PathVariable Long id) { return ResponseEntity.ok(userService.getUserById(id));

}

}

1. \*\*Create the UserIntegrationTest:\*\* Write code for this.

Hint: Use ‘@SpringBootTest’, ‘@AutoConfigureMockMvc’

**Code:**

**Pom.xml**

<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 https://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>IntegrationTest\_Using\_Mockito</artifactId>

<version>1.0</version>

<name>IntegrationTest\_Using\_Mockito</name>

<parent>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-parent</artifactId>

<version>3.2.5</version>

<relativePath/>

</parent>

<properties>

<java.version>17</java.version>

</properties>

<dependencies>

<!-- Web -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-web</artifactId>

</dependency>

<!-- JPA -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-data-jpa</artifactId>

</dependency>

<!-- H2 DB -->

<dependency>

<groupId>com.h2database</groupId>

<artifactId>h2</artifactId>

<scope>runtime</scope>

</dependency>

<!-- Test (Mockito, JUnit) -->

<dependency>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-starter-test</artifactId>

<scope>test</scope>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.springframework.boot</groupId>

<artifactId>spring-boot-maven-plugin</artifactId>

</plugin>

</plugins>

</build>

</project>

**User.java**

package com.example.demo;

import jakarta.persistence.Entity;

import jakarta.persistence.Id;

*@Entity*

public class User {

*@Id*

private Long id;

private String name;

public User() {}

public User(Long id, String name) {

this.id = id;

this.name = name;

}

public Long getId() { return id; }

public void setId(Long id) { this.id = id; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

}

**UserRepository.java**

package com.example.demo;

import org.springframework.data.jpa.repository.JpaRepository;

public interface UserRepository extends JpaRepository<User, Long> {}

**UserService.java**

package com.example.demo;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

*@Service*

public class UserService {

*@Autowired*

private UserRepository userRepository;

public User getUserById(Long id) {

return userRepository.findById(id).orElse(null);

}

}

**UserController.java**

package com.example.demo;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.http.ResponseEntity;

import org.springframework.web.bind.annotation.\*;

*@RestController*

*@RequestMapping*("/users")

public class UserController {

*@Autowired*

private UserService userService;

*@GetMapping*("/{id}")

public ResponseEntity<User> getUser(*@PathVariable* Long id) {

return ResponseEntity.*ok*(userService.getUserById(id));

}

}

**UserIntegrationTest.java**

package com.example.demo;

import static org.mockito.Mockito.*when*;

import static org.springframework.test.web.servlet.request.MockMvcRequestBuilders.*get*;

import static org.springframework.test.web.servlet.result.MockMvcResultMatchers.\*;

import com.fasterxml.jackson.databind.ObjectMapper;

import org.junit.jupiter.api.Test;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.boot.test.autoconfigure.web.servlet.AutoConfigureMockMvc;

import org.springframework.boot.test.context.SpringBootTest;

import org.springframework.boot.test.mock.mockito.MockBean;

import org.springframework.test.web.servlet.MockMvc;

*@SpringBootTest*

*@AutoConfigureMockMvc*

public class UserIntegrationTest {

*@Autowired*

private MockMvc mockMvc;

*@MockBean*

private UserService userService; // Mocking the service

*@Test*

public void testGetUserById() throws Exception {

// Arrange

User mockUser = new User(1L, "John Doe");

*when*(userService.getUserById(1L)).thenReturn(mockUser);

// Act & Assert

mockMvc.perform(*get*("/users/1"))

.andExpect(*status*().isOk())

.andExpect(*jsonPath*("$.id").value(1))

.andExpect(*jsonPath*("$.name").value("John Doe"));

}

}

**Output:**
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